DOUBLY LINKED LIST CODE:

#include<stdio.h>

#include<malloc.h>

typedef struct node

{

struct node \*prev;

int data;

struct node \*next;

}NODE;

typedef NODE\* NODEPTR;

NODEPTR start,end,tptr,newNode;

void insert(int gd)

{

newNode=(NODE\*)malloc(sizeof(NODE));

newNode->data=gd;

newNode->prev=NULL;

newNode->next=NULL;

if(start==NULL)

{

start=newNode;

end=newNode;

}

else

{

for(tptr=start;tptr&&tptr->data<gd;tptr=tptr->next);

if(tptr==NULL)

{

newNode->next=NULL;

end->next=newNode;//Note here it find end automatically

newNode->prev=end;//this end eliminate shadow pointer

end=newNode;

}

else if(tptr==start)

{

newNode->prev=NULL;

newNode->next=tptr;

tptr->prev=newNode;

start=newNode;

}

else

{

newNode->next=tptr->prev->next;

newNode->prev=tptr->prev;

tptr->prev->next=newNode;

tptr->prev=newNode;

}

}

}

void deleteNode(int givenData)

{

for(tptr=start;tptr && tptr->data!=givenData;tptr=tptr->next);

if(tptr==NULL)

printf("element not found");

else if(tptr==start)

{

(tptr->next)->prev=NULL;

start=tptr->next;

}

else if(tptr==end)

{

(tptr->prev)->next=NULL;

end=tptr->prev;

}

else

{

(tptr->prev)->next=tptr->next;

(tptr->next)->prev=tptr->prev;

}

}

void display()

{

for(tptr=start;tptr;tptr=tptr->next)

{

printf("%d",tptr->data);

}

}

int main()

{

int num,num2;

do

{

scanf("%d",&num);

if(num==-1)

{

break;

}

else

{

insert(num);

}

}while(1);

printf("\nAfter Insertion:\n");

display();

printf("\nEnter a node to delete:\n");

scanf("%d",&num2);

deleteNode(num2);

printf("\nAfter Deletion:\n");

display();

return 1;

}

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbgAAADKCAYAAADXV1XNAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABQASURBVHhe7d2NdeuqEobh049bcSluxIW4j3TmI0BIgD4YJNnbJnnvWs+5CUj8Cc1ETuz93/S/JwAAv5AsBABgdLIQAIDRyUIAAMZ2uT2ePz8/mcftog+Wrs97dv7jebuo47TrPT13b9/R5Xl7uPPvz6usP+vd7QMAXs4luGNJxQmBPz3fJ8zH7XnJjusVkuX9quoqrvcp8UxJ9eb+/w0J6N3tAwDe41yCEwnpcns+TiQC90TXPx6XYOe+fCJ6dQJ6d/sAgLc5l+DmJ7blZcmQ8A63dyY5vjsBkeAAYCwhQSW/Bzvy8qIP/uH8XS8vztLfwx1OjiQ4AEAuL/DJZkeSC8kpBv75D07u181xvXx7R84/moD8U2NIrkGlDRIcAIymKNgTyH1yKP5qUpXt4fo//BT5xgREggOA0aTfzH8O3/0EJX7ndioR7O0/QYIDAKTC+7tWu38HtnmJb8/T25zQkvP39p/+/m71ukT07vYBAG8jCwEAGJ0sBABgdLIQAIDRyUIAAEYnCwEAGJ0sBABgdLIQAIDRyUIAAEYnCwEAGJ0sBABgdLIQAIDRyUIAAEYnCwEAGJ0sBABgdLIQAIDRyUIAAEYnCwEAGJ0sBABgdLIQAIDRyUIAAEYnCwEAGJ0sBABgdLJw63J7Pn5+nj+zx+2ij8MBl+ftMa3r4/a8yHoAwAHTf2LyqgbY6/M+1d+vqu6/5/X+uYTn+o5Jd3G/ymM/xV4fEhwAvMF/z8vtMQXg6xRkH8/bRRzkE+D9eS3LZ59McNE3jKHmm8cGAL9YeHpwT2ch0YlAXElw7vjN05N4gsqesoqnlNhn2taRZKCTSJxbeAIN7ZdJfH56Wuq3T6pHx9+zPtkx8smzHF96HXrmtx7HEyKAvyVNXtd7FgSrAbpIdq0nFJ8cksBdfr/0Efv146k8STa0Elwa9H1/Zf8ysQSvGL8eW06PI4w/Pdcft1wje34BCQ7AH5QHRPckIJLL4ZcoRXtFW3nAdipjMLQSXPZEJpN4bW6vGf/hBCfXPW3fnh8A/FllgJTB+GiC8+e5J4zSmgBkYD/gaIJzQpKbx5aO5UXjP5zgZLJK50SCA4AqGcDLAHk0wXU8jX1DgluF49fxvGb8hxMcT3AAcJxOZkVQNxKcD86VoOqCeysBfFeC247nFeNvrU+k2wnjT+flx7O01Tu/OXEbYwCAX6WWFLJyI8EtATQ+AWaBuqgr6s8mOB/w07az9q0EIMZWSw7pMbvHX1sf0XZW77gntqQuG581v2juhwQH4G+RhQAAjE4WAgAwOlkIAMDoZCEAAKOThQAAjE4WAgAwOlkIAMDo3H/i+7G273Ur32dWvm/Ovw8sqd8eU7yPy/hkEAAAXsO9MdglnZv7/9abuZ2QrNI3FrsEt32zeBQSZ1rvEyJvOAYAvNvtMSc1n+isBLf9SKx2gtsmRPtTUQAAeIn5i54EJ5JTO8HFlzDjy5Ih4bWOBwDgReYvGgku/T1cmZxCAkt+x6ZefvRth/rsaQ4AgPeZv9jxEmXrw4V9fZLkQnKM7c5/cGJ+ODEAAKfNX3QmOH9c649E0naq//QOf0kJAHi7+YuuBDe/naD6BFbWi9+59SZSAADOSH+/tooJKL4/bpX/Ds6qn/gntvQYnt4AAP+ELAQAYHSyEACA0clCAABGJwsBABidLAQAYHSyEACA0clCHGW9Ef7b7Rx/9lFtfEINgG+y+SzJyd4PQ3bvpdt7zq/1hgT3T9f34Pj9PjqY4Ng/AN7iTGCKCFAJEtxu7B8Ab9EOTOGTSu7X+UOSvfWTSNTTn1e05wLYUlcET9eGC25pW3uDXdb+ro8Ba88vPabVft7/pJhja/4tfetrj8/yivG39lHt/Ffsn2Begx1rC+APaAWmNXgWSU0EoFpS8sEpOb78fglyMTjt/DBmd376T/D49rsDnTW/UJ/Ozdcn7ZfzKZ+ArPn3cOfo9bXHZ3nV+PN1W/Wc78qO7p+ABAdA8IEp/nQ8WxNGCBzZv+EmXsKqByj3ZFQkq+IfTd0GZHHOHrteYjPmV4w1SMcnxpr1b8+/R3V9zfFZXjd+neD6zj+zfwCgqvaTd3AywflglCfPYA1a7f47qD5eleDEXLNzVLBNz+mYf4/q+lrjy8qFF45fXsfO88/sHwCoemuC63iaOJfgwviyvmXQrzHmpxJAOidR7+ez9G/Pv0c7ATTGl5ULLxy/vo5955/ZPwBQ9YoElwfFnAterQTW7t/iAmA6vvB9bSxb1vy2CdTPp1bvzi36t+bfo76+1vgsrxt/7Tr2nH9m/wRhHv3zBvAn+ODiX/ZZrQEzBA4rwS0BJraRBaSirqg/l+AmMSh700/71+mpZGeAb89vTppR2Xb6Mpqr25zfnn+f1voa47OcGr+oy+qt8yvHHD1/79wB/HayEACA0clCAABGJwsBABidLAQAYHSyEACA0clCAABGJwsBABhd8T4qPjkCAPAbuDfIpp+E0fpUCQAAhpF/1NVEfr4hAACDCR/VFV+WDC9Xpk90AAAMavpP8nmO2dMcAACj8p/WvrwkOf/ByebDbAEAGMyj/KtJ/zs4/pISADC4ze/c/MuV/JEJAGB06b8H5vH0BgD4FWQhAACjk4UAAIxOFgIAMDpZCADA6GQhAACjk4UAAIxOFgIAMDpZCADA6GQhAACjk4UAAIxOFgIAMDpZCADA6GQhAACjk4UAAIxOFgIAMDpZCADA6GQhAACjk4UAAIxOFgIAMDpZCADA6GQhAACjk4UAAIxOFm5dbs/Hz8/zZ/a4XfRxg7ncHsucfu5Xecx5l+ftMbX/uD0vsh4A8AbTf2Lyqgbg6/M+1d+vqu6/5/X+oYRXJN0zSconuoPn2vMnwQHAB4Tg/rhdpyD8eN4u4iCfSO7Pa1k++2yCS8d1PJG8N8EBAD4gJAX3dBYSnQjUlQSXvbzXeIpyCWCpK5JP7DNtqztZqHH5sjxRt/qPWgmudn7P/LNjZPtzUl7O3ybs+zU8QYd69UMIT4gAsJUmieu9L4AXSaX1BOOTQxLYy++XPmK/IkFVycQbgn0cj9V/VEtwPee7Misp6/bzsS7HLdcgJr91PVrtkOAAIJEHTPekIJKLTCSreoAX7RVt5QHdqYxBMROc3X+kE0ff+YcTnBxL2meYS/a7z+KHEABARRlAZbCuJIWoGuD9ee4JpLQmDZ1YOslxJQmuo/+onoDs8w8nOJms0qRGggOAw2QALwPo0QTX8TT28gTny2Kf/U+Dehx95/MEBwBfSCezIqgbCc4H70rQdcG/lcBem+Bccsj7s/qPauPoOb81/0i3nzxtzmW+v6Wt3gQXjrPGAAB/yvbJYxt0rQS3BNj4BJgF8qKuqD+f4PK2s2TgtfoXdVm9dX7lmF3tz0k5ypJUOJ8EBwCHyEIAAEYnCwEAGJ0sBABgdLIQAIDRyUIAAEYnCwEAGJ0sBABgdO4/8f1a2/e6+TceJ+/TKt8359/HltSrYwAA+PfcG4fdJ5fc3P+33szthDclp288dgmOhAYA+Dq3x5zUfKKzElx4oksTGgkOAPCl5i96Epz4yC4SHADgS81fNBJc+nu4MpltfgfH5yECAL7D/MWOlyi3HzZc1JPkAACfN3/RmeD8ca0E1tsOAADvNX/RlZjmtxNUn+CsegAA/pHyfW5BTHTx/XGr/HdwVj0AAB8jCwEAGJ0sBABgdLIQAIDRyUIAAEYnCwEAGJ0sBABgdLIQAIDRyUIAAEYnCwEAGJ0sBABgdLIQAIDRyUIAAAbn/5Xu9AOTi39RgHrqqf+99cDvJgsBABidLAQAYHSyEACA0clCAABGJwsBABidLAQAYHSyEACA0clCAABGJwsBABidLMQul+ft8fP8edyeF1n/Qtf7e/opPvHicbvo4/C7vWt/NR29f8J596uqwytcbo/1U3DuV3nMV/MbKwlsfJTPEe0b9Hp/YcJ4SwC6Pu/Tta8FipeO/5B5feXeDGOP+/fION38lv1frG12g89+dfL/wgRX33/fkeA+f3+8n78PPpbgWve/odwg4WYnyb3SS2+AdwQg//RWv+YfvYHdfH8ez9vN/f92jG5sy/7185iOveTHtPj9vqznfCMlN7K7sX978Mp8JMG11fcfCe5f+ViCM+5/02aDFEEi3uDpT7L5xYzZNRKD8INcjyk3gw8ysX5zc5XtlxvaqrdV+59ftkvHG45d55iuS7kBsrpUcVx7/kV95ZiW/HxxfSoJ7hXjt/dPi7u287j8HhJjz4S90N++e/orEmJl/6/n7GXvT+v6t++fsv10jULd/Zo+5W5/AGjvL3v8Nf6ai6Do+otzyPbY7vsnzi8d43Z+LfH6pn2V17t2ffrHt7ZV/gDR7r/v+lWpH/hEWX799T3mx7e5lvb8HHN/V7n299z/wmaA4gbPBpbVhwmmG8Ifn07CD6x+Ufzkk4Urv9cLu7LqLVb/2XzVhpm1xuHaLG+atK7V/2Y8YgO1uHGl19e3N5/vx7xs7FS+kc6Mf+lD7p8dujZ4+6XWjbJNP7awBrENN/7a3Hu09oVjrV/7/rHuv1Cfnl+OR/aX7C9r/E2Vver6LK9Rqx93vL4GcX759dozXn98Y3+a12cua40vm6ta32r/9vVrs/ZH+D4dn5+fuGa6X3t+PevXxd8HL0hw5QTLBcl+6vUXo+w0/6m4fvGd/FivaNP335iYVd9m9++ENbg/78VmSekNENTXwOpf1FeCRjd1vryOq+PjN/bPUtahY4OXe9cU18KPeTrXjyu/acP+cnWznWvf3p/2+jXvH3nd0jatAGTvr/b4DW58c1uunTAPMaa5fv/9YwdYi+83Oz5dE/v6OGfG1+7/1fPTa5+ptK+vjzW+vvXr4to9cp4bYHYDF5NobTy9GOmkjQX1ky369/JF8WOIdWIsVn1VZ/9xHq2N1Vqn6g1g9a82w84NLvsoz1f9JA6PfzqmuX/2MDZ42APldTP4NvPxWnvWrcWu9Z9U96e5fsb9c+T+S8/p3F+H7y8f4Fz70zju0w+Id9euG9P2Oh26f6z5dWjuz4797ZxOcNU1PT+/9RpMX6vrreYo2tfjNMbXuX5dXLuN+79qM8CCvQHKTrc/geiL74gM3xTaszZEvb7U139cAx/cKm231ql+Axj9i/X1/XRvcLH+6gaR13F1ePyT5v7Zo7HBfR+79tFsvgGz/e/LGm0dvdG8cn9a62fcP533XzsA7dlfR+6vqf2pn/s0h+vdjWsuK449dv8Y8+vQ3p/2/na+O8GF8fk23LlZX6F9Mz5M9Dit8fWtXxfX7pH7bjPAQs8FSBfILebmAjYG5o+vtr/VHo9dXzL7zxbWXTC9Xq1+fV1lU7b7L9bXjyVf37ZyvOH7zfkyUK6Oj3//9aiqbXBfbt1E87zF+eV+7bkeZ+ZTrkfX+lWvjXX/WQFo//7adz1d+4/pyW3+Pc/U/mN6kosvW6bHttr1dXJM1vxs1nys6+PUx1ec7++zfH3b/Z+fn+fOmfoIP2CkdZ3xYVIbpzW/nvXr4vdmPUZVbRawYG2ANXjMaouTHJP9xDBfxLR+7U/UZe1b9T0a/ftFFRtsKRPnOpv1Ko7L6hv9O3HTOG5uezf4PN5g2uDXqb3yfCPBnRm/vX/a/A2Stu3FsRZ7b1Mf1RPc3rnle9ci1mZz7drr57Tvn9b9F9puBsjm/uoZf1u4fsX1WuYn2s/qo+K44vzm/Az2/hRj7B7fJF1ftw7u+2R87f7Pzy+Yx6fOa8YHMXdnx/z61q+uff93kYUAAIxOFgIAMDpZCADA6GQhAACjk4UAAIxOFgIAMDpZiE7uz1j3/ek49mv8mTMA1Gzf57DrPQZ/3jckuNGTrD1+EhyAA1zgSN9IGN5YR5LrRYI7b/TxA/hSZYIL70xfP9LFvdPeBZ/00xTKYBSS4mzzU/b2nexZf2a9Les/S86h7eq/p1TMtVrWkAfnOJf8/Or6nOy//ISLRfZJAeX6HvjhJfu0g/L6t9pvr3/P+LNjNp+AYFzfpT45R3wSRHv/AhjWJgCIBJfd+EW9Dw5J4Cm/9+dvAtPKqre489Px+/6XIBWDbzGfpb9QnwbsveNx/YXz576Kc9vrc75/Zx1DWVdpf08Q98ktTRopq/15TarrH9THv9LrYrUf6lsJrn19AAytDAD+Bk8CwDYgup+WY0BJv575BLj+FO/Pbzw1WPW7ZQHMDnDm8YYQnK8h0G4Co70+Z/t3qgmi7MsTY2qotu2Y7Xes/6TZx6yV4OrtW/Ud1wfAuHxgXl7e2QZpHVhmPhgU53t50AhJbK4TbVn1TWoM3QHOSYKca6sIvhb/A4HvVySNrvU5179TTRAimexLosaxZvs96//BBNe5fwEMqhnAJs0Et/NpIAacentWfSkcnwXHPQFuFgOsm6sVaEtLcHbtbtaib33O9O9UE4QP4Gee4MT6psz2963/cozwlgS3e/8CGMomABTaCS4Ep/6EZLdn1edcgErHH77fm+BCoJ6Sy2P/S1NpcPZjLwJm1/qc6N/x/ZZz8rYJyo9HHquFOdXGZbXft/718a/0vrDbz9Y/PrHV6g+b993hlzY/fT7wS20CREEHllQIMtlLPMvxoi4LZFZ9BxfQlvOn5CL+PSMzwcVxHAh0LkCmAT4khLTP1voUxxwOtEUfWTsx+M32ru8kzinKn7Za7e9c/9hGa/+I+mb7Mal5UwJw34sx6vZ7keCALyUL/xgRKP+pT/cPAL+SLPxTel4ie6dP9w8Av5Qs/BPWl94+89LOp/sHgF9OFgIAMDpZCADA6GQhAACjk4UAAIxOFgIAMDpZCADA6GQhAACjk4UAAIxOFgIAMDpZCADAwP57/g8i4CyZoOybzAAAAABJRU5ErkJggg==)**

**CIRCULARLY LINKED LIST CODE:**

#include<stdio.h>

#include<malloc.h>

typedef struct node

{

int data;

struct node \*next;

}NODE;

typedef NODE\* NODEPTR;

NODEPTR start,newNode,tptr,shadow,tptr2;

void insert(int givenData)

{

newNode=(NODEPTR)malloc(sizeof(NODEPTR\*));

newNode->data=givenData;

newNode->next=NULL;

if(start==NULL)

{

start=newNode;

newNode->next=newNode;

}

else

{

for(tptr=start,shadow=NULL;(tptr->next!=start)&&(tptr->data<givenData);shadow=tptr,tptr=tptr->next);

if(tptr==start && tptr->data>givenData)

{

newNode->next=tptr;

for(tptr=start;tptr->next!=start&&tptr;tptr=tptr->next);

tptr->next=newNode;

start=newNode;

}

else if(tptr->next==start && tptr->data<givenData)

{

tptr->next=newNode;

newNode->next=start;

}

else

{

shadow->next=newNode;

newNode->next=tptr;

}

}

}

void delete(int givenData)

{

for(tptr=start,shadow=NULL;(tptr->data!=givenData)&&(tptr->next!=start);shadow=tptr,tptr=tptr->next);

{

if(tptr==start)

{

for(tptr2=start;tptr2->next!=start;tptr2=tptr2->next);

tptr2->next=tptr->next;

start=tptr->next;

}

else if(tptr->data!=givenData)

{

printf("Element Not found");

}

else

{

shadow->next=tptr->next;

}

}

}

void display()

{

NODEPTR print;

print = start;

do{

printf("\n%d\n",print->data);

print=print->next;

}while(print!=start);

}

int main()

{

int num,num2;

do

{

scanf("%d",&num);

if(num==-1)

{

break;

}

else

{

insert(num);

}

}while(1);

display();

printf("\nEnter a number to delete:\n");

scanf("%d",&num2);

delete(num2);

printf("\nAfter Deletion:");

display();

return 1;

}

**OUTPUT:**
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